**MongoDB and Python**

MongoDB is a cross-platform, document-oriented database that works on the concept of collections and documents. MongoDB offers high speed, high availability, and high scalability.  
The next question which arises in the mind of the people is “Why MongoDB”?  
**Reasons to opt for MongoDB :**

1. It supports hierarchical data structure
2. It supports associate arrays like Dictionaries in Python.
3. Built-in Python drivers to connect python-application with Database. Example- PyMongo
4. It is designed for Big Data.
5. Deployment of MongoDB is very easy.

**MongoDB vs RDBMS**
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1. First start MongoDB from command prompt using :  
   **Method 1:**

mongod

See port number by default is set 27017 (last line in above image).  
Python has a native library for MongoDB. The name of the available library is “PyMongo”. To import this, execute the following command:

|  |
| --- |
| **from** pymongo **import** MongoClient |

1. **Create a connection :** The very first after importing the module is to create a MongoClient.

|  |
| --- |
| **from** pymongo **import** MongoClient  client **=** MongoClient() |

1. After this, connect to the default host and port. Connection to the host and port is done explicitly. The following command is used to connect the MongoClient on the localhost which runs on port number 27017.

|  |
| --- |
| client **=** MongoClient(‘host’, port\_number)  example:**-** client **=** MongoClient(‘localhost’, 27017) |

1. It can also be done using the following command:

|  |
| --- |
| client **=** MongoClient(“mongodb:**//**localhost:27017**/**”) |

1. **Access DataBase Objects :**To create a database or switch to an existing database we use:  
   **Method 1 : Dictionary-style**

|  |
| --- |
| mydatabase **=** client[‘name\_of\_the\_database’] |

1. **Method2 :**

|  |
| --- |
| mydatabase **=** client.name\_of\_the\_database |

1. If there is no previously created database with this name, MongoDB will implicitly create one for the user.  
   Note : The name of the database fill won’t tolerate any dash (-) used in it. The names like my-Table will raise an error. So, underscore are permitted to use in the name.
2. **Accessing the Collection :**Collections are equivalent to Tables in RDBMS. We access a collection in PyMongo in the same way as we access the Tables in the RDBMS. To access the table, say table name “myTable” of the database, say “mydatabase”.  
   **Method 1:**

|  |
| --- |
| mycollection **=** mydatabase[‘myTable’] |

1. Method 2 :

|  |
| --- |
| mycollection **=** mydatabase.myTable |

1. >MongoDB store the database in the form of dictionaries as shown:>

record = {

title: 'MongoDB and Python',

description: 'MongoDB is no SQL database',

tags: ['mongodb', 'database', 'NoSQL'],

viewers: 104

}

1. ‘\_id’ is the special key which get automatically added if the programmer forgets to add explicitly. \_id is the 12 bytes hexadecimal number which assures the uniqueness of every inserted document.  
   ![_id](data:image/png;base64,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)
2. **Insert the data inside a collection :**  
   Methods used:

insert\_one() or insert\_many()

We normally use insert\_one() method document into our collections. Say, we wish to enter the data named as record into the ’myTable’ of ‘mydatabase’.

|  |
| --- |
| rec **=** myTable.insert\_one(record) |

The whole code looks likes this when needs to be implemented.

|  |
| --- |
| # importing module  **from** pymongo **import** MongoClient    # creation of MongoClient  client**=**MongoClient()  # Connect with the portnumber and host  client **=** MongoClient(“mongodb:**//**localhost:27017**/**”)   # Access database  mydatabase **=** client[‘name\_of\_the\_database’]  # Access collection of the database  mycollection**=**mydatabase[‘myTable’]   # dictionary to be added in the database  rec**=**{  title: 'MongoDB and Python',  description: 'MongoDB is no SQL database',  tags: ['mongodb', 'database', 'NoSQL'],  viewers: 104  }  # inserting the data in the database  rec **=** mydatabase.myTable.insert(record) |

1. **Querying in MongoDB :**There are certain query functions which are used to filter the data in the database. The two most commonly used functions are:
   1. find()  
      find() is used to get more than one single document as a result of query.

|  |
| --- |
| **for** i **in** mydatabase.myTable.find({title: 'MongoDB and Python'})      print(i) |

* 1. This will output all the documents in the myTable of mydatabase whose title is ‘MongoDB and Python’.
  2. **count()**  
     count() is used to get the numbers of documents with the name as passed in the parameters.

|  |
| --- |
| print(mydatabase.myTable.count({title: 'MongoDB and Python'})) |

* 1. This will output the numbers of documents in the myTable of mydatabase whose title is ‘MongoDB and Python’.

1. These two query functions can be summed to give a give the most filtered result as shown below.

|  |
| --- |
| print(mydatabase.myTable.find({title: 'MongoDB and Python'}).count()) |

* 1. **To print all the documents/entries inside ‘myTable’ of database ‘mydatabase’ :** Use the following code:

|  |
| --- |
| **from** pymongo **import** MongoClient    **try**:      conn **=** MongoClient()      print("Connected successfully!!!")  **except**:      print("Could not connect to MongoDB")    # database name: mydatabase  db **=** conn.mydatabase    # Created or Switched to collection names: myTable  collection **=** db.myTable    # To find() all the entries inside collection name 'myTable'  cursor **=** collection.find()  **for** record **in** cursor:      print(record) |